JavaScript - Frameworks - React

# Overview

Quick js front end framework

# Setup

## Base HTML

React single page web apps render client HTML dynamically upon load of the javascript bundle. Therefore, the server can serve a very simple base HTML response, which loads the javascript bundle and contains a root element for the React HTML to be rendered into. There can be as many root elements as required for a project, which can be particuarly useful for integrating react into existing projects.

A typical react HTML page would look like:

<div id="root"></div>

Then the element would be passed into the React DOM using:

const element = <h1>Hello, world</h1>;

ReactDOM.render(element, document.getElementById('root'));

## Sass

# Concepts

## JSX

JSX is a syntax extension of javascript which allows HTML templating to be combined directly into javascript without the need for string interpolation. While normal web apps separate concerns by putting the markup and logic in separate files, react separates the concerns using components for each website feature, where inside the component the HTML template and logic are seperated.

JSX HTML is interpreted automatically when assigned to variables, variables and any valid javascript can be inserted into JSX using curly brackets:

const name = 'Josh Perez';

const element = <h1>Hello, {name}</h1>; << JSX

Attributes can be specified in JSX using string literals or curly brackets:

const element = <img src={user.avatarUrl}></img>;

Empty tags can be closed immeditaley with a />:

const element = <img src={user.avatarUrl} />;

By default, React DOM escapes any values embedded into JSX before rendering, therefore XSS attacks will be mitigated for user content.

Notes:

* Use either curly brackets or quotes for element attributes, not both
* JSX uses a camelCase naming convention

## Elements

React elements are plain javascript objects, meaning they are cheap to create. For an element to be rendered on the page, it is passed to the React DOM, which updates the browser DOM to match the elements. A simple react element would be:

const element = <h1>Hello, world</h1>;

ReactDOM.render(element, document.getElementById('root'));

React elements are immutable, meaning once they are created, they and their children cannot be changed. Therefore, the only way to update elements on the page is to re-render the element and pass it into the React DOM again.

When updating the React DOM compared the new elements to the previous, and only updates what has changed, bringing in the new state.

## Components

Components are the building blocks of a React app, allowing elements on a web app to be split into independent, reusable pieces, each with their own state.

The most basic level of a component is a function componet which accepts the argument "prop" (properties) and return a react element:

function Welcome(props) {

return <h1>Hello, {props.name}</h1>;

}

ES6 classes can also be used to define a class component, which allows for state management. Class components contain a render function and props is coverted to this.props:

class Welcome extends React.Component {

render() {

return <h1>Hello, {this.props.name}</h1>;

}

}

Inside components, elements can be rendered in JSX using their function name, any attributed added to the element are passed as props:

function Welcome(props) {

return <h1>Hello, {props.name}</h1>;

}

const element = <Welcome name="Sara" />;

Typically React apps have a single App component at the top of the hierachy which is built up of other components. Using SRP components should be as small as possible while keeping their core functionality.

In respect to props, React defines that props should never be mutated or re-assinged.

## State

State can be added to a class component using the construction function to define the state, the base constructor should always be passed props:

constructor(props) {

super(props);

this.state = {

date: new Date()

};

}

State can then be accessed with this.state.<variable>, the component will then trigger a re-render each time the state changes due to a lifecycle method. State can be set using the setState method:

this.setState({comment: 'Hello'});

Due to asychronous processing, state should not be directly updated using previous state values, instead a function passing state and props should be used:

this.setState((state, props) => ({

counter: state.counter + props.increment

}));

State is kept entirely in the model it is defined in, parent or child componet should not know whether a certain component is stateful. However, state can be passed down to child components in props.

Upon state change via .setState() the component will re-run the render() method, generating new child components if they have changed, updating the page.

The first time a component is rendered to the DOM it is called 'mounting', when a component is removed or replaced in the DOM it is called 'unmounting'. The function componentDidMount() can be used to setup functions on component upon render, the function componentWillUnmount() can be used to trigger tear down functions to remove event listeners, intervals, and others. One use of the componentDidMount function is to async load an api request into state upon page load:

componentDidMount() {

fetchPosts().then(response => {

this.setState({

posts: response.posts

});

});

}

## Handling Events

In JSX events such as onClick are handled in camelCase and by passing a defined function, instead of a string as in standard HTML, preventDefaults must be explictly defined. Commonly in class components, events are defined as class functions, however if the event is passed into JSX HTML, 'this' will not be bound by default, therefore to ensure the correct context either use arrow functions defined in the component or bind(this) to the function:

constructor(props) {

super(props);

this.handleClick2 = this.handleClick2.bind(this);

}

handleClick = () => {

console.log('this is:', this);

}

handleClick2() {

console.log('this is:', this);

}

render() {

return (

<button onClick={this.handleClick}>

Click me

</button>

<button onClick={this.handleClick2}>

Click me

</button>

);

}

To avoid creating a new function each render, binding should be performed outside of the render section of the component.

## Conditional Rendering

Conditional rendering is used define what is rendered on the page based on component state. Conditional rendering is simply performed in the component using logical operators such as 'if'.

In functional components, conditional logic can be added anywhere. In classical components conditional logic is used in the render function of the component, since this will be called each time the a new component is rendered.

Conditional rendering can also be performed inline in JSX when placed in curly brackets.

To prevent rendering from a component, simply return null from the function or render function. By returning null, the component is still rendered, firing all hooks but no values are added to the page.

## Lists and Keys

In React collections of elements in arrays can be rendered in JSX by inlcuding the collection reference in curly brackets. React will then render each component in the collection one by one.

Rendering collections allow loops such as .map() to quickly generate lists and other items in components.

For React to refresh lists correctly, keys need to be added to each item during creation. Keys are commonly the id of the item being created, however if unique ids are not available, it is possible to use the array index instead (indexes are used by default if no key is given). For example:

const todoItems = todos.map((todo) =>

<li key={todo.id}>

{todo.text}

</li>

);

List keys should not be passed through as props, instead they should be applied to the element during the map() function.

## Forms

Since HTML forms keep state and redirect a user to a new page by default, the submission of HTML forms in SPAs should be handled by an event listener. HTML form elements such as input and textarea have self contained state, however it is useful to combine this with React component state to allow for functionality on user input such as validations.

An example of setting component state from form state is:

class NameForm extends React.Component {

constructor(props) {

super(props)

this.state = {value: ''}

this.handleChange = this.handleChange.bind(this)

this.handleSubmit = this.handleSubmit.bind(this)

}

handleChange(event) {

this.setState({value: event.target.value})

}

handleSubmit(event) {

alert('A name was submitted: ' + this.state.value)

// async send the form using the fetch() api

event.preventDefault()

}

render() {

return (

<form onSubmit={this.handleSubmit}>

<label>

Name:

<input type="text" value={this.state.value} onChange={this.handleChange} />

</label>

<input type="submit" value="Submit" />

</form>

);

}

}

In react some form items are modified to allow for clearer writing:

* textarea - uses value attribute for input instead of its children
* select - uses value attribute for selected input instead of selected, arrays can be used for multiple selection:

<select value={this.state.value} onChange={this.handleChange}>

<option value="grapefruit">Grapefruit</option>

<option value="lime">Lime</option>

</select>

Multiple inputs can be handled either using the same event handler function deciding by event.target.name, or by induvidual event handlers for each input. Computed property names can be particularly useful for setting state in these cases:

this.setState({

[name]: value

});

Specifiying the value prop on a controlled component such as input, will prevent a user from changing the input unless you desire so, i.e. update the value with an event listner. If the specified value is undefined or null then the user will be able to edit the prop.

## Lifting State

Lifting state is used to share state between two components by lifting it to their closest ancestor.

To lift state the ancestor passes down a function as a prop to its children, the children can then call this function on local state change. The functionc call allows the ancestor to change its own state and in turn rerender its child components with new props, sharing the state between all the children which receive the prop.

In state there should be a single 'source of truth' for any data which changes. Normally state is added to any components which require it, then if the state needs to be shared it is lifted up to their nearest ancestor. This helps react rely on the top down flow of data.

If a value can be derived from the state or props, it likely should be kept in state. Instead it should calculate dynamically as required in the render() functions of the components.

## Containment

The children prop can be used to yield to the parent allowing a element such as a sidebar to be defined without knowing that will be inside it. For example:

function FancyBorder(props) {

return (

<div className={'FancyBorder FancyBorder-' + props.color}>

{props.children}

</div>

);

}

function WelcomeDialog() {

return (

<FancyBorder color="blue">

<h1 className="Dialog-title">

Welcome

</h1>

<p className="Dialog-message">

Thank you for visiting our spacecraft!

</p>

</FancyBorder>

);

}

While children can be used for one insertion, multiple insertions can be manually defined by passing the elements in as props. For example:

function App() {

return (

<SplitPane

left={

<Contacts />

}

right={

<Chat />

} />

);

}

## Specialization

Specialization is where a more specific component renders a more generic one, adding further configuration with props. Specialization allows for better encapsulation and reuseability in code, since the more generic components can be used elsewhere:

function Dialog(props) {

return (

<FancyBorder color="blue">

<h1 className="Dialog-title">

{props.title}

</h1>

<p className="Dialog-message">

{props.message}

</p>

</FancyBorder>

);

}

function WelcomeDialog() {

return (

<Dialog

title="Welcome"

message="Thank you for visiting our spacecraft!" />

);

}

# React Features

## Fragments

Fragments can be used to return groups of components without added extra DOM nodes to the HTML, potentially breaking lists etc. Create a fragment by enclosing the child elements to be returned in a React.Fragment:

class Columns extends React.Component {

render() {

return (

<React.Fragment>

<td>Hello</td>

<td>World</td>

</React.Fragment>

);

}

}

Shorthand for a fragment is simply <> nd </>

## Context

React context can be used to assign data to a global context, in which any component below the defintion can access the data. While it should be avoided where possible, it can be useful for props which would require passing through almost all components, for example user login status and application theme.

Create context using:

const ThemeContext = React.createContext('light')

Assign context at the top of a tree using:

return (

<ThemeContext.Provider value="dark">

<NextComponent />

</ThemeContext.Provider>

);

Any component can now access the context using:

static contextType = ThemeContext

## Refs

Refs provide a way to access DOM nodes or React elements created under the render method. While in a typical React app props are the only way that parents interact with their children, sometimes a child needs to be modified outside of the typical dataflow. Common uses of refs are:

* managing focus, text selection, or media playback
* triggering animations
* integrating with third-party DOM libraries

Refs are created using:

React.createRef()

and then attached to an element using the 'ref' attribute. Refs are then commonly assigned to an instance property when the component is constructed to they can be refereced throughout the component. For example:

class MyComponent extends React.Component {

constructor(props) {

super(props);

this.myRef = React.createRef();

}

render() {

return <div ref={this.myRef} />;

}

}

The ref will then be accessible from the .current property of the ref once the component has mounted. When the component unmounts, the ref will be assigned back to null.

ref forwarding can be used to pass refs down through components:

const FancyButton = React.forwardRef((props, ref) => (

<button ref={ref} className="FancyButton">

{props.children}

</button>

));

// You can now get a ref directly to the DOM button:

const ref = React.createRef();

<FancyButton ref={ref}>Click me!</FancyButton>;

## Uncontrolled Components

In a controlled component, form data is handled by the React component. An uncontrolled component is where the data is controlled by the DOM.

To handle an uncontrolled component a ref can be dded to get form values from the DOM. A common example of a forced uncontrolled component is the file input tag, since it is controlled by the FileAPI and cannot be have its value set by React. To handle it, add a ref:

class FileInput extends React.Component {

constructor(props) {

super(props);

this.handleSubmit = this.handleSubmit.bind(this);

this.fileInput = React.createRef();

}

handleSubmit(event) {

event.preventDefault();

alert(

`Selected file - ${this.fileInput.current.files[0].name}`

);

// AJAX submit form and handle response

}

render() {

return (

<form onSubmit={this.handleSubmit}>

<input type="file" ref={this.fileInput} />

<button type="submit">Submit</button>

</form>

);

}

}

## Render Props

A render prop is a technique to share code between react components using a prop whose value is a function. The function prop is passed into and used in a component, so it knows what to render. For example, the Mouse object can then pass its state into the render-prop and the Cat will be returned rendered in the correct place:

class MouseTracker extends React.Component {

render() {

return (

<div>

<h1>Move the mouse around!</h1>

<Mouse render={mouse => (

<Cat mouse={mouse} />

)}/>

</div>

);

}

}

# Designing React Webapps

## Setup

Generally, before building the app, the backend API server will be developed, and a mock-up of the website design will be provided.

The API will provide the majority of the business logic and information processing. The mock-up will provide the base of which components are required for creating the app.

## Define Components

Go throught the mockup breaking it down into its hierarchy, to keep to the SRP each section of the hierarchy will likely be a component. For example:

![Component diagram](data:image/png;base64,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)

## Create a Static App

Decouple the static and dynamic parts of the application by first creating all the components statically (no user interaction) first. The static version of the app will take all the data and render the components, there will be no state since state is reserved for interactivity.

## Identify the Mimimal Representation of UI State

To keep the code DRY it is useful to figure out the minimal representation of state the app requires to function. If the variable can be calculated from the props passed to the component or remains unchnged over time, it probably isn't state.

## Identify Which Components Own State

Identify which components should own state and which should mutate it. Since React is designed to have one way data flow down the hierarchy, it may not be clear which object should own or mutate state, particually if the state requires lifting into common ancestor components.

## Apply Inverse Data Flow

Create the methods to return modified state back up the hierarchy to where it is stored. For example, a search box being passed an onChange method through props to change state in a higher up ancestor.

# Performance Optimisation

## Production Build

Generating a production build will minify code, reducing the helpful warnings and many other features required on a dev machine.

## Avoid Reconciliation

The React shouldComponentUpdate callback is called before a re-render and normally returns true to re-render the component. If for some reason there is no reason to re-render a component, the callback can be change to return false to prevent a render.

shouldComponentUpdate(nextProps, nextState) {

return true;

}

# React Router

## General

The react-router plugin turns a standard single page react webapp (SPA) into a SPA which feels likes a traditional mutlipage app, adding in browser history and conditional rendering based on brower route.

Install using a node package manager:

yarn add react-router-dom

Then import the required modules in the React components which require them:

import { BrowserRouter as Router, Route, Switch } from 'react-router-dom';

There are three primary categories of components in React Router:

* routers, like <BrowserRouter> and <HashRouter>
* route matchers, like <Route> and <Switch>
* and navigation, like <Link>, <NavLink>, and <Redirect>

react-router uses dynamic routing, meaning routes are processed as the app is being rendered.

## Router

The router component uses the HTML5 history API to keep the UI in sync with the URL. Enclose any routing components within a router to keep everything working.

## Switch and Route

A switch component ensures only one component tree in the switch is rendered at one time. A switch component will iterate through its child Route components until it finds one which matches. Route tags define which component to load based on the current routes, for example the homepage of an app will generally load on the '/' route:

function App() {

return (

<Router>

<Switch>

<Route path="/" component={Home} exact />

<Route path="/about" component={About} />

<Route path="/shop" component={Shop} />

</Switch>

</Router>

)

}

Route paths match from the start, so shorter more general routes should be place at the bottom of the routes list. To match exact paths only, use the 'exact path="<path>"' syntax.

## Link

React-router Link elements create a link which allow for traditional style navigation while remaining in the SPA:

function Navbar() {

return (

<div>

<Link to="/">Home </Link>

<Link to="/about">About Us </Link>

<Link to="/shop">Shop Now </Link>

</div>

);

};

## Nested Routing

Nested routes can be conditionally rendered using route matching and params, for example with a topics resource:

import {

BrowserRouter as Router,

Switch,

Route,

Link,

useRouteMatch,

useParams

} from "react-router-dom";

function Topics() {

let match = useRouteMatch();

return (

<div>

<ul>

<li>

<Link to={`${match.url}/components`}>Components</Link>

</li>

</ul>

{/\* The Topics page has its own <Switch> with more routes

that build on the /topics URL path. You can think of the

2nd <Route> here as an "index" page for all topics, or

the page that is shown when no topic is selected \*/}

<Switch>

<Route path={`${match.path}/:topicId`}>

<Topic />

</Route>

<Route path={match.path}>

<h3>Index page</h3>

</Route>

</Switch>

</div>

);

}

function Topic() {

let { topicId } = useParams();

return <h3>Requested topic ID: {topicId}</h3>;

}

## Scroll Reset

In SPAs scroll height does not automatically reset on navigation, therefore if a document is long, navigating to a new page make lead to it being scrolled mid way down. To mitigate this effect, use a scroll to top component to automatically scroll the page back to the top on navigation:

import { useEffect } from "react";

import { useLocation } from "react-router-dom";

export default function ScrollToTop() {

const { pathname } = useLocation();

useEffect(() => {

window.scrollTo(0, 0);

}, [pathname]);

return null;

}

function App() {

return (

<Router>

<ScrollToTop />

<App />

</Router>

);

}

## Media Queries

Media queries can be used to dynamically render different routes based on screen size:

const Invoices = () => (

<Layout>

{/\* always show the nav \*/}

<InvoicesNav />

<Media query={PRETTY\_SMALL}>

{screenIsSmall =>

screenIsSmall ? (

// small screen has no redirect

<Switch>

<Route

exact

path="/invoices/dashboard"

component={Dashboard}

/>

<Route path="/invoices/:id" component={Invoice} />

</Switch>

) : (

// large screen does!

<Switch>

<Route

exact

path="/invoices/dashboard"

component={Dashboard}

/>

<Route path="/invoices/:id" component={Invoice} />

<Redirect from="/invoices" to="/invoices/dashboard" />

</Switch>

)

}

</Media>

</Layout>

);

# React Helmet

## General

Document head manager for React apps, allowing for SEO optimisation. Install using node package manager:

yarn add react-helmet

Import into required components:

import {Helmet} from "react-helmet";

## Supported Tags

Helmet supports all valid head tags:

* title
* base
* meta
* link
* script
* noscript
* style

Support attributes for:

* body
* html
* title

## Base Head

Add a base head section for the website in the app component:

<Helmet>

<meta charSet="utf-8" />

<title>My Title</title>

<link rel="canonical" href="http://mysite.com/example" />

</Helmet>

## Update Header in Children

Add new tags to overwrite the current lower down in the component tree. For example, specifiying meta tags for specific page descriptions:

<Helmet>

<title>Nested Title</title>

<meta name="description" content="Nested component" />

</Helmet>